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# **INTRODUCTION**

## **Sun Microsystems** Inc in 1991.

## Later acquired by Oracle Corporation

## High-level object-oriented programming language

## **Features of Java-**

## **Object-Oriented-** programming structure which incorporates the concept of real-world objects contain both data and function.

## **Platform Independent-** Write your code once and run anywhere.

## **Simple-** Easy to learn

## **Robust-** Uses features like Memory management, lack of pointers that avoids security problems, automatic garbage collection, authentication techniques like public-key encryption makes JAVA robust.

## **Architecture-Neutral-** JAVA compilers make an object file which makes them executable anywhere on any system.

## **Portable-** Implementation independent and architecture-neutral makes it portable.

# **IDENTIFIERS**

## Name in the JAVA program.

## Class name, variable name, method name, label name.

## **Rules for identifiers:-**

* **Case Sensitive**
* **Allowed Characters**- [A-Z], [a-z], [0-9], underscore( \_ ) and dollar( $ ).
* **Starting with digit not allowed.**
* **Can’t use reserved words** as an identifier.
* **Pre-defined class names and interface** names used as an identifier but **not recommended** to use for good programmers.

# **RESERVED WORDS**

# **DATA TYPES**

* **Integral:**
* **byte:**

size: 1 byte

range: -128 to 127

* **short:**

size: 2 byte

range: -215 to 215-1

* **int:**

size: 4 byte

range: -231 to 231-1

* **long:**

size: 8 byte

range: -263 to 263-1

* **Character:**

Size: 2 byte

Range: 0 to 65535

* **Boolean:**

**Size: not applicable**

**Range: not applicable**

* **Floating Point:**
* **float:**

size: 4 byte

range: -3.4e38 to 3.4e38

precision: single

decimal: 5 to 6 decimal places

* **double:**

size: 8 byte

range: -1.7e308 to 1.7e308

precision:double

decimal: 14 to 15 decimal places

# **LITERALS**

Eg int x = 5;

x is an identifier

int is data type, and

5 is literals/data value.

|  |  |  |
| --- | --- | --- |
| ***Literals*** | ***Allowed Digit*** | ***Valid***  ***Examples*** |
| Integral Literals   1. Decimal 2. Octal 3. Hexa-Decimal |  |  |
| 0-9 | int x=10; |
| 0-7 | int x=**0**10 |
| 0-9, A-F | int x=**0x**Beef**;**  int x=**0X121F;** |
| Floating Point Literals   1. Float 2. Double |  |  |
| Explicitly define as float type by **F or f.** | float f=123.45**f** |
| Floating-point literals are by default double type. | double d=123.45 |
| |  |  |  | | --- | --- | --- | | Boolean | **true or false** | boolean b= true;  boolean b = false; | | Char Literals | Single char within single quotes.  OR  Integral literals either in decimal or octal or hexadecimal form but allowed value range is 0 to 65535 | char c = ‘c’;  char c = 97;  char c = 0x97;  char c =’\u0061’.  (Unicode representation) | | | |

# 

Figure 1Data type conversion

# **ARRAYS**

* **Def.:** Indexed collection of fixed numbers of the homogeneous data elements.
* **Adv:** We can represent multiple values with the same name to improve the readability of the code.
* **Cons:** Fixed in size. **We can resolve these problems with the use of collections**.
* **Declaration:**
* **1D Array:**

int[] a; or int []a; or int a[];

**Note: At the time of the declaration, we can’t specify the size of array**.

* **2D Array:**

int[][] a;

int[] []a;

int[] a[];

int [][]a;

int []a[];

int a[][];

* **3D Array:**

int[][][] a;

int[][] []a;

int[][] a[];

int[] [][]a;

int[] []a[];

int[] a[][];

int [][][]a;

int [][]a[];

int []a[][];

int a[][][];

**Note: While the declaration of more than one variable in a line, we can’t specify dimensions for second variables onwards.**

int []a, b;**(valid)**

int []a, []b**;(invalid)**

* **Construction:**
* Every array in java is an object. Hence we use the **new operator** to create an object of an array.
* **1D Array:**

int[] a= new int[3];
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Figure 2 Memory Representation

* **2D Array:**

int[][] a= new int[3][3];

![](data:image/png;base64,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)

int [][]a= new int[3][];

a[0]=new int[3];

a[1]=new int[4];

…

int [][]a=new int[][3];**(invalid)**

* **Rules:**

1. Array size is required compulsory at the time of array construction. int a[] = new int[3];
2. Array size can be zero. int a[] = new int[0];
3. Can’t specify a negative value for array size.
4. Allow data types to specify array size are byte, short, char, and int, otherwise, we will get a compile-time error.
5. **The maximum allowed array size in java is max\_value of int size 231-1.**

* **Initialization:**

int[] a= new int[]{10,20,30};🡪 **valid**

int []a= new int[3];

a[0]=5;**by default array is initialized with 0 by jvm.**

* We can perform declaration, construction and initialization in a single line.

int []a={10,20,30};

int [][]a={{10,20},{20, 30, 40}};

* **Anonymous arrays:**
* Arrays without name.
* Just for instant use.
* Eg. new int[]{10,20,30,40}

new int[][]{{10,20},{30,40}}

# **JJ**

# **IMPORTANT NOTES:**

**length vs length():**

**length:**

1. Final variable of Array class(applicable only for array).
2. Represent the size of the arrays.
3. Eg. int a[]=new int[3];

a.length;🡪 **get the size of the array i.e 3.**

int [][]a=new int[3][4];

a.length🡪 3

a[0].length🡪 4.

**length():**

1. Final method of String class(applicable only for String objects).
2. Returns no. of characters present in the String.
3. Eg. String s=”Shailesh”;

s.length;🡪 **8 number of characters**
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# **INCREMENT & DECREMENT OPERATORS**

## **Increment Operator**

## **Pre-Increment-** y=++x;🡺 x=x+1; y=x;

## **Post-Increment-** y=x++; **🡺**; y=x; x=x+1;

## **Decrement Operator**

## **Pre-Decrement-** y=--x; 🡺 x=x-1; y=x;

## **Post-Decrement-** y=x--;**🡺**; y=x; x=x-1;

|  |  |  |  |
| --- | --- | --- | --- |
| **Expression** | **Initial value of x** | **value of y** | **value of x** |
| y=++x; | 100 | 101 | 101 |
| y=x++; | 100 | 100 | 101 |
| y=--x; | 100 | 99 | 99 |
| y=x-- | 100 | 100 | 99 |

**Errors: y=++100; 🡪 compile time error variable required.**

**y = ++(++x); 🡪 y = ++(101); 🡪 variable required.**

## We can apply increment or decrement operators even for primitive data types except boolean .

Ex: int x=10;

x++;

System.out.println(x); //output :11

char ch='a';

ch++;

System.out.println(ch); // output b

double d=10.5;

d++;

System.out.println(d); // output 11.5

boolean b=true;

b++;

System.out.println(b);

**CE : operator ++ can't be applied to boolean**

# **ARITHMETIC OPERATORS**

* The types of result in Arithmetic operation b/w 2 variables a & b must be:

**max(int , type of a , type of b).**

For example,

1) byte a=10, b=20;

byte c= a+b;🡺**invalid Compile time error**

becoz max(int, byte of a, byte of b)🡪 int

Hence int c = a+b;🡺**valid** statement.

All other types, the valid result type

**max(int, byte, byte)=int**

**max(int, byte, short)=int**

**max(int, short, short)=int**

**max(int, short, long)=long**

**max(int, double, float)=double**

**max(int, int, double)=double**

**max(int, char, char)=int**

**max(int, char, int)=int**

**max(int, char, double)=double**

**NOTE: In the case of Increment & Decrement operators internal type casting will be performed by the compiler.**

**b++; 🡺 b=(type of b)b+1;**

* **In integral arithmetic (byte , int , short , long) there is no way to represents infinity and NaN(not a number)** , if infinity is the result we will get the ArithmeticException. **System.out.println(10/0);** 🡺 **Runtime Exception: ArithmeticException / by zero.**
* **In floating point arithmetic(float , double) there is a way to represent infinity and NaN.**

**System.out.println(10/0.0); 🡺 infinity**

**System.out.println(-10/0.0); 🡺 - infinity**

**System.out.println(0.0/0.0); 🡺 NaN**

**System.out.println(-0.0/0.0); 🡺 NaN**

* For the Float & Double classes contains the following constants :
  + **POSITIVE\_INFINITY**
  + **NEGATIVE\_INFINITY**
  + **NaN**

1. [↑](#footnote-ref-1)